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# Введение

Компьютер – одно из самых значимых изобретений ХХ века. История вычислений уходит глубокими корнями вглубь. Вся хозяйственная деятельность человека так или иначе связана с расчетами – натуральный или товарно-денежный обмен, учёт запасов, делёж добычи и т.д. Потребность в поиске решений всё более и более сложных задач и, как следствие, все более сложных и длительных вычислений, поставила человека перед необходимостью находить способы, изобретать приспособления, которые могли бы ему в этом помочь. В разных странах исторически сложились собственные денежные единицы, меры веса, длины, объёмов и расстояний. Это естественным образом привело к созданию изобретений, помогающих счёту.

К таким изобретениям можно отнести и «абак», специальную доску для вычислений, и «суммирующие машины» Паскаля, Лейбница и других, менее известных учёных, и бухгалтерские «счёты» с логарифмической линейкой. Однако все эти приспособления были механическими, и их несовершенство не позволяло удовлетворять всем требованиям научно-технического прогресса, набравшего полный ход к началу XX века, когда назрела насущная потребность в машинах, способных производить сложные многократно повторяющиеся вычисления. Расчёты требовались и в фундаментальных науках, таких как математика и физика, и в прикладных инженерных дисциплинах. Идея создания электронно-вычислительной машины (ЭВМ) буквально висела в воздухе в те годы.

Кроме того, научно технический прогресс не только выдвигал требования к ускорению вычислений, но и способствовал появлению математического и инженерного аппарата для воплощения их в жизнь. Предпосылки появления ЭВМ сложились на самом деле задолго до создания первой вычислительной машины.

Так, в 1800 году американским изобретателем Т. Эдисоном было открыто явление термоэлектронной эмиссии, что, в свою очередь, стало толчком к созданию в 1904 году диода – прибора с односторонней проводимостью электрического тока. Это открытие сделал физик Дж. Флеминг. Позже был создан триод – еще один вакуумный прибор.

Еще одним открытием, опережающим своё время и послужившим толчком к изобретению ЭВМ, стали правила логики, описанный Дж. Булем в 1884г. Впоследствии, они были названы его именем – «булева алгебра». Суть его правил состояла в том, что алгебраические элементы способны принимать только два значения – ложь (false) или истина (true). Конструирование логических схем основывалось на этой логике.

И, наконец, в 1918 году эта концепция была воплощена «в железе» русским ученым М.А. Бонч-Бруевичем, создавшим электронного реле, которое могло находиться в двух состояниях, условно обозначаемых в качестве нуля и единицы. На базе этого реле был изобретен триггер.

И вот наконец, первая ЭВМ на электронных лампах была построена в 1945г, в США. Основные идеи, по которым долгие годы – вплоть до настоящего времени – развивалась вычислительная техника и о которых пойдёт речь в этой работе, были разработаны американским математиком Джоном фон Нейманом.

Данная работа предназначена для демонстрации работы простейшей ЭВМ, построенной на базе архитектуры фон Неймана. Целью работы является получение практических навыков по проектированию и реализации программной системы на языке высокого уровня C#, а также закрепление изученного материала по теме архитектуры ЭВМ.

Пользовательский интерфейс программы-эмулятора выполнен в виде текстовой консоли, с возможностью чтения исходных данных из файла.

# Архитектура электронно-вычислительных машин

## Зарождение и развитие ЭВМ.

Электронная вычислительная машина – это комплекс технических и программных средств, предназначенных для автоматизации, подготовки и решения задач пользователей. Под пользователем понимают человека, в интересах которого проводится обработка данных на ЭВМ.

Первая большая ЭВМ ЭНИАК была создана в 1945 г. Она имела массу более 50 т, быстродействие несколько сотен операций в секунду, оперативную память емкостью 20 чисел и занимала огромный зал площадью около 100м2.

С тех пор внешний облик и элементная баз многократно менялись, сохраняя при этом схожую архитектуру. Можно выделить несколько поколений в процессе эволюции электронно-вычислительных машин в XX веке – начале XX века.

К ЭВМ первого поколения относятся машины 50-х годов XX века. Их элементной базой были электровакуумные лампы. ЭВМ были весьма громоздкими сооружениями, содержавшими в себе тысячи ламп, занимавшими иногда сотни квадратных метров территории, потреблявшими электроэнергию в сотни киловатт. Эти машины отличались крайне низкой надёжность и были очень требовательны к условиям содержания – например, в помещениях с ЭВМ постоянно поддерживалось повышенное атмосферное давление, во избежание попадания пыли и насекомых.

ЭВМ второго поколения характерны для 60-х годов XX века. Элементной базой к тому времени становятся транзисторы – полупроводниковые приборы, постепенно вытеснявшие громоздкие и ненадёжные электровакуумные лампы. Полупроводниковая элементная база с тех пор легла в основу создания ЭВМ вплоть до настоящего времени.

Машины стали более производительными, компактными, надежными и менее энергоемкими. Большое развитие получили устройства внешней памяти на магнитных носителях: магнитные барабаны, накопители на магнитных лентах.

В этот период стали развиваться языки программирования высокого уровня: ФОРТРАН, АЛГОЛ, КОБОЛ. Составление программы перестало зависеть от конкретной модели машины, сделалось проще, понятнее, доступнее.

Третье поколение ЭВМ принято относить к концу 60-х – началу 70-х годов XX века. Эти машины создавалось на новой полупроводниковой платформе – интегральных схемах, специальных пластинах, на которых стало возможным размещать и полупроводниковые транзисторы, и соединения между ними. В ходе дальнейшей эволюции, вплоть до настоящего времени, количество транзисторов, которое удавалось разместить на единицу площади интегральной схемы, увеличивалось приблизительно вдвое каждый год.

ЭВМ, которые принято относить к четвертому поколению, производились с 1974 по 1982 гг. К этому периоду появились большие интегральные схемы (БИС), где на одном кристалле в несколько слоёв могло размещаться несколько десятков тысяч электрических элементов

Пятое поколение (80-е – 90-е) годы XX века – это вычислительные машины на сверхсложных микропроцессорах с параллельно-векторной структурой, одновременно выполняющих десятки последовательных команд программы;

В этот период также широкое распространение получают компьютерные сети, появляется Интернет.

Многопроцессорные, многоядерные вычислительные машины настоящего времени относят к шестому поколению. Программы и программируемые интегральные схемы всё чаще строятся по принципу нейронных сетей, ЭВМ всё лучше обрабатывает аудиовизуальную информацию, для взаимодействия с человеком разрабатываются нейроинтерфейсы.

## Архитектура ЭВМ

Архитектура электронно-вычислительной машины – это многоуровневая иерархия программно-аппаратных средств, из которых строится ЭВМ. Каждый из уровней допускает много вариантов построения и применения. Конкретная реализация уровней определяет особенности структурного построения ЭВМ.

Основы учения об архитектуре вычислительных машин были заложены Джон фон Нейманом. Совокупность этих принципов породила классическую (фон-неймановскую) архитектуру ЭВМ.

Принципы фон Неймана:

1. Принцип однородности памяти.

Команды и данные вводятся и хранятся в двоичном представлении в одной и той же памяти и внешне неразличимы. Отличить их можно только по способу использования; то есть одно и то же значение в ячейке памяти может использоваться и как данные, и как команда, и как адрес в зависимости лишь от способа обращения к нему. Это позволяет производить над командами те же операции, что и над числами.

1. Принцип адресности.

Структурно основная память состоит из пронумерованных ячеек, причём процессору в произвольный момент доступна любая ячейка. Двоичные коды команд и данных разделяются на единицы информации, называемые словами, и хранятся в ячейках памяти, а для доступа к ним используются номера соответствующих ячеек – адреса.

1. Принцип программного управления.

Все вычисления, предусмотренные алгоритмом решения задачи, должны быть представлены в виде программы, состоящей из последовательности управляющих слов – команд. Каждая команда предписывает некоторую операцию из набора операций, реализуемых вычислительной машиной. Команды программы хранятся в последовательных ячейках памяти вычислительной машины и выполняются в естественной последовательности, то есть в порядке их положения в программе. При необходимости, с помощью специальных команд, эта последовательность может быть изменена. Решение об изменении порядка выполнения команд программы принимается либо на основании анализа результатов предшествующих вычислений, либо безусловно.

Фон Нейман не только выдвинул основополагающие принципы логического устройства ЭВМ, но и предложил ее структуру:

1. Арифметико-логическое устройство – выполняет логические и арифметические операции.
2. Управляющее устройство – управляет ходом вычислений и работой остальных устройств компьютера.
3. Устройства ввода и вывода, отвечающие за поступление исходных данных в ЭВМ (с перфокарты, магнитной ленты, клавиатуры, из сети или цифрового порта и т.д.) и вывод результатов вычислений во внешний мир (на монитор, принтер или плоттер, в сеть или цифровой порт и т.д.).

Запоминающие устройства обеспечивают хранение исходных и промежуточных данных,

В построенной по схеме фон Неймана ЭВМ происходит последовательное считывание команд из памяти и их выполнение.

# Архитектура приложения

Демонстрационная программа, представленная в данной работе, эмулирует работу электронно-вычислительной машины с архитектурой фон Неймана. Модель ЭВМ в программе включает в себя типовые модули: оперативную память с произвольным доступом, процессор (АЛУ и УУ) и устройство вывода на экран, как показано на рисунке 1.
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Рисунок 1 – Архитектура эмулируемой ЭВМ

Исходными данными в программе эмулятора является последовательность команд, которые можно поделить на три категории – манипуляция с «оперативной памятью» (запись и чтение данных), команда вывода на экран текущего значения сумматора и команды арифметических операций (сложение и вычитание).

Список поддерживаемых команд:

**output** – команда печати на экране текущего значения сумматора АЛУ;

**end** – команда завершения работы текущей программы ЭВМ;

**add** – команда сложения сумматора с регистром операнда;

**sub** – команда вычитания операнда из текущего значения сумматора;

**ld**, – команда загрузки в сумматор текущего значения регистра операнда;

**mv** – команда записи значения в оперативную память.

Ввод данных осуществляется следующим образом: в оперативную память и регистр АЛУ заносятся данные с помощью команд **mv** и **ld**, затем указывается последовательность требуемых арифметических операций. Завершается программа командой **end**.

Формат любой команды следующий: в начале идёт код команды, занимающий 1 байт, затем следует необязательное 4-байтное слово, представляющее собой адрес операнда в оперативной памяти. Наличие операнда зависит от типа команды. Команды **output** и **end** состоят только из 1-байтного кода, все остальные команды предполагают обязательное наличие операнда. Программа поддерживает операции только с целочисленными типами данных размером 1, 2 и 4 байта.

## Ввод данных с клавиатуры.

По умолчанию, если запустить программу без параметров, она будет принимать произвольный список команд в качестве пользовательского ввода с клавиатуры. Каждая введённая строка интерпретируется как очередная команда. Для того, чтобы ввести команду в программу, необходимо набрать её на клавиатуре и нажать Enter. После этого она будет обработана, а результат, при наличии такового, будет выведен на экран.

Завершить сеанс работы можно, либо введя команду END, либо нажав стандартное сочетание клавиш Ctrl + C.

## Ввод данных из файла.

Исходными данными в этом режиме является текстовый файл, содержащий предварительно заданные команды и, возможно, комментарии к ним. Для активации этого режима, программу необходимо запустить из командной строки с единственным аргументом – именем файла. После запуска и инициализации переменных, программа считывает содержимое файла построчно, интерпретируя каждую непустую строку, не являющуюся комментарием, как отдельную команду – так же, как если бы она была введена с клавиатуры.

# Описание реализованных классов

Исходный код приложения состоит из нескольких классов – стандартного класса **Program**, класса **Computer**, управляющего эмуляцией работы электронно-вычислительной машины, и семейства классов, представляющих собой абстракцию типовых компонентов ЭВМ. Листинг программы с комментариями приведён в Приложении А.

Класс **Program** – главный класс программы, «скелет» которого генерируется при создании пустого проекта. Этот класс содержит точку входа приложения – статическую функцию **Main**, с которой всегда начинается выполнение программы. Исходный код этого класс содержится одноимённом файле Program.cs.

Функция **Main** занимается анализом аргументов командной строки и, в зависимости от его результатов, организует получение исходных данных либо из файла – если первым аргументом передано его имя, либо непосредственно от пользователя, с клавиатуры – если программа запущена без аргументов.

Полученные так или иначе исходные данные интерпретируются в качестве последовательности строк, каждая из которых представляет собой команду ЭВМ, и передаются для обработки методу класса **addCommand** класса **Computer**. Эта функция предварительно анализирует тип команды, классифицирует её, подготавливает аргументы, если таковые имеются, и записывает в буфер «оперативной памяти».

Класс **Computer** управляет набором классов, эмулирующих работу типовых компонентов ЭВМ фон Неймана – «Оперативная память», «Арифметико-логическое устройство», «Устройство управления» и «Дисплей».

Класс **RAM** (Random Access Memory – память с произвольным доступом) является абстракцией оперативной памяти ЭВМ посредством динамического массива, имеющего тип **char[]**. Максимальный размер «оперативной памяти» в демонстрационной программе выбран равным 65536 байт. Класс предоставляет функции произвольного и последовательного доступа к «памяти».

Функции чтения данных:

* public char getByte(int addr) – считывает один байт по указанному адресу;
* public char getNextByte() – считывает один байт из текущей позиции чтения и смещает эту позицию на байт;
* public short getWord(int addr) – считывает одно 2-байтное слово по указанному адресу;
* public short getNextWord() – считывает одно 2-байтное слово из текущей позиции чтения и смещает эту позицию на 2 байта;
* public int getDword(int addr) – считывает одно 4-байтное слово по указанному адресу;
* public int getNextDword() – считывает одно 4-байтное слово из текущей позиции чтения и смещает эту позицию на 4 байта.

Функции записи данных:

* public void setByte(int addr, char value) – записывает один байт по указанному адресу;
* public void setNextByte(char value) – записывает один байт из текущей позиции записи и смещает эту позицию на байт;
* public void setWord(int addr, short value) – записывает одно 2-байтное слово по указанному адресу;
* public void setNextWord(short value) – записывает одно 2-байтное слово из текущей позиции записи и смещает эту позицию на 2 байта;
* public void setDword(int addr, int value) – записывает одно 4-байтное слово по указанному адресу;
* public void setNextDword(int value) – записывает одно 4-байтное слово из текущей позиции записи и смещает эту позицию на 4 байта.

Кроме того, публичные свойства WriteAddr и ReadAddr позволяют установить и получить текущие позиции записи и чтения, соответственно.

Класс **ALU** (Arithmetic and Logic Unit) – абстракция арифметико-логического устройства в процессоре ЭВМ. Содержит два целочисленных регистра, представленных открытыми свойствами Reg и Sum – сумматор и регистр операнда, а также функцию execute, выполняющую текущую операцию.

Класс **CU** (Control Unit) – абстракция управляющего устройства в процессоре ЭВМ. Содержит два целочисленных регистра – адреса и команд, представленных открытыми свойствами RA и RC.

Класс **Display**, как и следует из его название, служит для вывода информации на экран компьютера и представляет собой обёртку над методом WriteLine стандартного класса System.Console.

# Работа приложения

Скомпилированная программа представляет собой исполняемый файл proc.exe и запускается на выполнение из командной строки, из проводника Windows – непосредственно через этот файл или через пиктограмму ярлыка, который на него ссылается, или непосредственно из интегрированной среды разработки Visual Studio.

В ходе тестирования приложения рассмотрено большое количество различных наборов входных данных, включая содержащие преднамеренную ошибку.

Для удобства тестирования создан командный файл, содержащий список команд и поясняющие комментарии. В ходе тестирования также убедимся, что программа работает с исходными данными с клавиатуры точно так же, как и при получении их из файла. Содержимое тестового командного файла – test.op – приведено в Приложении Б. Результат выполнения командного файла эмулятором приведён на рисунке 2.
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Рисунок 2 – Тестирование загрузки заданных команд из файла

Как видно из рисунка, в случае загрузки команд из файла, ЭВМ для удобства пользователя дублирует на экране все прочитанные команды, как если бы они были введены с клавиатуры.

Второй тест проверяет ввода команд с клавиатуры, результаты приведены на рисунке 3.

![2.png](data:image/png;base64,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)

Рисунок 3. Тестирование ввода произвольных команд с клавиатуры

Первая команда записывает значение 15 (4-байтное слово) в оперативную память по адресу 100. Вторая команда записывает значение 12 (4-байтное слово) в оперативную память по адресу 104. Далее, команда **ld** указывает необходимость загрузки в сумматор значения, содержащегося в ОП по адресу 100. Команда **add** определяет сложение текущего значения сумматора с значением ячейки ОП с адресом 104. Завершают нашу «микропрограмму» команды вывода итогового значения сумматора на экран и выхода. Команда end, помимо того что записывается в память ЭВМ в конце списка операций, завершает также ввод данных, после которого вычислительная машина запустит программу на выполнение. Таким образом, после ввода заключительной команды и нажатия Enter мы увидим вывод на экран результатов работы ЭВМ (если, как в данном случае, программа содержит команду end) и сама программа-эмулятор завершить работу.

Как видно из рисунка 3, в результате выполнения микропрограммы произведена операция сложения целых чисел 15 и 12, результат равен 27.

# Заключение

В результате работы была спроектирована и разработана программа, эмулирующая работу простейшей электронно-вычислительной машины, построенной на базе архитектуры фон Неймана, позволяющая обрабатывать загружать команды и данные в «память» машины и запускать выполнение загруженной «программы».

В ходе работы над проектом получены практические навыки разработки программ на языке высокого уровня C#. Изучены особенности создания приложений с помощью этого языка программирования и среды разработки Microsoft Visual Studio. Кроме того, усвоены теоретические основы построения электронно-вычислительных машин и, в частности, получившая широчайшее распространение архитектура, предложенная Джоном фон Нейманом.

В целом, на базе практического применения, закреплены базовые знания, полученные ранее, при изучении теории.
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# ПРИЛОЖЕНИЕ А. Исходный код программы

**Program.cs**

using System;

using System.IO;

namespace proc

{

class Program

{

// Ссылка на класс вычислительной машины

static Computer computer = new Computer();

// Основная функция (точка входа) приложения

static void Main(string[] args)

{

// Загрузка программы

try

{

// будем записывать команды в начало памяти

computer.prepareLoad();

// Проверяем наличие аргументов командной строки

if (args.Length > 0)

{

// Первый аргумент считаем именем файла,

// считываем команды из него

string fileName = args[0];

Console.WriteLine("Ввод из файла \"" + fileName + "\"");

// Открываем файл на чтение

StreamReader reader = new StreamReader(fileName);

// Читаем строки до конца файла

while (true)

{

string cmd = reader.ReadLine();

if (cmd != null)

{

// Каждую прочитанную строку печатаем

// и отправляем в калькулятор

if (computer.addCommand(cmd, true))

{

break;

}

}

else

{

break;

}

}

// Закрываем файл

reader.Close();

}

else

{

// Программа запущена без параментров,

// считываем команды из консоли

Console.WriteLine("Ввод с клавиатуры");

while (true)

{

// Каждую прочитанную строку передаём

// калькулятору без вывода на экран

if (computer.addCommand(Console.ReadLine(), false))

{

break;

}

}

}

}

catch (System.Exception exception)

{

Console.WriteLine("Ошибка: " + exception.Message);

}

computer.runProgram();

}

}

}

**Computer.cs**

using System;

namespace proc

{

public enum Command

{

Output, // вывод

Stop, // останов

Add, // сложение

Sub, // вычитание

Ld, // загрузка

Mv, // выгрузка в ОП

}

class Computer

{

// Арифметико-логическое устройство

ALU alu = new ALU();

// Устройство управления

CU cu = new CU();

// Оперативная память

RAM ram = new RAM();

// Устройство вывода

Display display = new Display();

// Выполнение программы

public void runProgram()

{

// Загружаем в УУ адрес текущей команды

cu.RA = 0;

// Загружаем в УУ код текущей команды

cu.RС = (Command)ram.getByte(cu.RA);

while(cu.RС != Command.Stop)

{

if(hasOperand(cu.RС))

{

// Извлекаем адрес операнда текущей команды

int addr = ram.getWord(cu.RA + 1);

// Читаем из памяти значение операнда и загружаем его в АЛУ

alu.Reg = ram.getDword(addr);

}

// Выполняем текущую команду

if (cu.RС == Command.Output)

{

display.print(alu.Sum.ToString());

}

else

{

alu.execute(cu.RС);

}

// Смещаемся на адрес следующей команды

cu.RA += commandLength(cu.RС);

// Загружаем код следующей команды в АЛУ

cu.RС = (Command)ram.getByte(cu.RA);

}

}

// Признак наличия операнда у команды

bool hasOperand(Command cmd)

{

if (cmd == Command.Ld || cmd == Command.Add || cmd == Command.Sub)

return true;

return false;

}

// Полный размер команды

int commandLength(Command cmd)

{

if (cmd == Command.Output || cmd == Command.Stop)

return 1;

return 5;

}

// Подготовка к рагрузке в память

public void prepareLoad()

{

ram.WriteAddr = 0;

}

// Функция ввода отдельной команды

// Возвращаемое значение:

// false - продолжаем ввод команд

// true - завершаем работу

public bool addCommand(string cmd, bool trace)

{

// Комментарии и пустые строки пропускаем

if (cmd.Length == 0 || cmd[0] == '#')

{

return false;

}

// Выводим исходную команду на консоль

// (при вводе с клавиатуры не имеет смысла,

// т.к. пользователь уже её сам набрал в консоли)

if (trace)

{

Console.WriteLine(cmd);

}

// Переводим все символы в верхний регистр

// (убираем зависимость от регистра)

cmd = cmd.Trim().ToUpper();

// Разбиваем команду на имя команды

// и аргументы (если есть)

string[] tokens = cmd.Split(new char[] { ' ' });

// Первый элемент обязан содержать имя команды

if (tokens.Length == 0)

{

return false;

}

if (tokens[0] == "MV")

{

/\* Задать значение параметра

ожидаем: MV <адрес ОП> <размер> <значение>

примеры

MV 1024 1 16

MV 1025 2 821

MV 1027 4 223501

\*/

if (tokens.Length == 4)

{

int addr = int.Parse(tokens[1]);

int size = int.Parse(tokens[2]);

int value = int.Parse(tokens[3]);

switch (size)

{

case 1:

ram.setByte(addr, (char)value);

break;

case 2:

ram.setWord(addr, (short)value);

break;

case 4:

ram.setDword(addr, value);

break;

}

}

}

else if (tokens[0] == "LD")

{

// Загрузить слово из памяти в сумматор АЛУ

// ожидаем: LD <адрес ОП>

if (tokens.Length == 2)

{

int addr = int.Parse(tokens[1]);

ram.setNextByte((char)Command.Ld);

ram.setNextDword(addr);

}

}

else if (tokens[0] == "ADD")

{

// Загрузить слово из памяти в сумматор АЛУ

// ожидаем: ADD <адрес ОП>

if (tokens.Length == 2)

{

int addr = int.Parse(tokens[1]);

ram.setNextByte((char)Command.Add);

ram.setNextDword(addr);

}

}

else if (tokens[0] == "SUB")

{

// Загрузить слово из памяти в сумматор АЛУ

// ожидаем: ADD <адрес ОП>

if (tokens.Length == 2)

{

int addr = int.Parse(tokens[1]);

ram.setNextByte((char)Command.Sub);

ram.setNextDword(addr);

}

}

else if (cmd == "OUT")

{

// Отправляем значение сумматора в устройство вывода

ram.setNextByte((char)Command.Output);

}

else if (tokens[0] == "DUMP")

{

// Образ памяти для отладки

int size = 16;

if (tokens.Length > 1)

size = int.Parse(tokens[1]);

ram.dump(size);

}

else if (cmd == "END")

{

// Записываем команду: останов

ram.setNextByte((char)Command.Stop);

// Возвращаем признак завершения работы

return true;

}

else

{

// Сообщаем об ошибке, но не прерываем работу

Console.WriteLine("Неизвестная команда: \"" + cmd + "\"");

}

// Возвращаем признак продолжения работы

return false;

}

}

}

**ALU.cs**

using System;

using System.Collections.Generic;

using System.Text;

namespace proc

{

// Арифметико-логическое устройство (ALU - Arihmetic-Logic Unit)

class ALU

{

// Регистр текущего операнда

public int Reg

{

get

{

return \_reg;

}

set

{

\_reg = value;

}

}

// Регистр сумматора

public int Sum

{

get

{

return \_sum;

}

set

{

\_sum = value;

}

}

// Выполнить текущую операцию

public void execute(Command op)

{

switch (op)

{

case Command.Add:

\_sum += \_reg;

break;

case Command.Sub:

\_sum -= \_reg;

break;

case Command.Ld:

\_sum = \_reg;

break;

}

}

// Закрытые члены класса

int \_reg = 0;

int \_sum = 0;

}

}

**CU.cs**

using System;

using System.Collections.Generic;

using System.Text;

namespace proc

{

// Управляющее устройство (CU - Control Unit)

class CU

{

// Регистр адреса

public int RA { get; set; } = 0;

// Регистр команд

public Command RС { get; set; } = 0;

}

}

**RAM.cs**

using System;

using System.Collections.Generic;

using System.Text;

namespace proc

{

// Оперативная память (Random Access Memory)

class RAM

{

// Максимальный размер памяти

const int size = 65536;

// Массив байт (буфер памяти)

char[] mem = new char[size];

// Текущий адрес записи

public int WriteAddr { get; set; } = 0;

// Текущий адрес чтения

public int ReadAddr { get; set; } = 0;

// Операции чтения данных

public char getByte(int addr)

{

return mem[addr];

}

public char getNextByte()

{

return mem[ReadAddr++];

}

public short getWord(int addr)

{

short result = (short)mem[addr];

result |= (short)(mem[addr + 1] << 8);

return result;

}

public short getNextWord()

{

short result = (short)mem[ReadAddr++];

result |= (short)(mem[ReadAddr++] << 8);

return result;

}

public int getDword(int addr)

{

int result = (int)mem[addr];

result |= (mem[addr + 1] << 8);

result |= (mem[addr + 2] << 16);

result |= (mem[addr + 3] << 24);

return result;

}

public int getNextDword()

{

int result = (int)mem[ReadAddr++];

result |= (mem[ReadAddr++] << 8);

result |= (mem[ReadAddr++] << 16);

result |= (mem[ReadAddr++] << 24);

return result;

}

// Операции записи данных

public void setByte(int addr, char value)

{

mem[addr] = value;

}

public void setNextByte(char value)

{

mem[WriteAddr++] = value;

}

public void setWord(int addr, short value)

{

mem[addr + 0] = (char)(value >> 0);

mem[addr + 1] = (char)(value >> 8);

}

public void setNextWord(short value)

{

mem[WriteAddr++] = (char)(value >> 0);

mem[WriteAddr++] = (char)(value >> 8);

}

public void setDword(int addr, int value)

{

mem[addr + 0] = (char)(value >> 0);

mem[addr + 1] = (char)(value >> 8);

mem[addr + 2] = (char)(value >> 16);

mem[addr + 3] = (char)(value >> 24);

}

public void setNextDword(int value)

{

mem[WriteAddr++] = (char)(value >> 0);

mem[WriteAddr++] = (char)(value >> 8);

mem[WriteAddr++] = (char)(value >> 16);

mem[WriteAddr++] = (char)(value >> 24);

}

// Образ памяти для отладки

public void dump(int size)

{

Console.WriteLine("------------ MEMORY DUMP ------------");

for (int i = 0; i < size; i++)

{

int cell = (int)mem[i];

Console.WriteLine(i.ToString("X4") + " " + cell.ToString("X"));

}

Console.WriteLine("-------------------------------------");

}

}

}

**Display.cs**

using System;

namespace proc

{

class Display

{

public void print(string result)

{

Console.WriteLine(result);

}

}

}

# ПРИЛОЖЕНИЕ B. Содержимое командного файла

**test.op**

#simple arithmetic operations

mv 32 4 2

mv 36 4 3

mv 40 4 5

mv 44 4 -1

#for debug only

#dump 50

ld 32

sub 36

add 40

# 2 - 3 + 5 = 4

out

add 44

# 2 - 3 + 5 + (-1) = 3

out

end